## Optional: Visualizing Robots

**Note: This part is optional.** It is cool and very easy to do, and may also be useful for debugging. Be sure to comment out all visualization parts of your code before submitting.

We've provided some code to generate animations of your robots as they go about cleaning a room. These animations can also help you debug your simulation by helping you to visually determine when things are going wrong.

Here's how to run the visualization:

1. In your simulation, at the beginning of a trial, insert the following code to start an animation:

anim = ps2\_visualize.RobotVisualization(num\_robots, width, height)

(Pass in parameters appropriate to the trial, of course.) This will open a new window to display the animation and draw a picture of the room.

1. Then, during *each time-step*, before the robot(s) move, insert the following code to draw a new frame of the animation:

anim.update(room, robots)

where room is a RectangularRoom object and robots is a list of Robot objects representing the current state of the room and the robots in the room.

1. When the trial is over, call the following method:

anim.done()

The resulting animation will look like this:

[![](data:image/png;base64,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)](https://courses.edx.org/assets/courseware/v1/909267ae6cc9645f3d167428ef5f65f7/asset-v1:MITx+6.00.2x+1T2021+type@asset+block/files_ps07_files_visualization.png)

The visualization code slows down your simulation so that the animation doesn't zip by too fast (by default, it shows 5 time-steps every second). Naturally, you will want to avoid running the animation code if you are trying to run many trials at once (for example, when you are running the full simulation).

For purposes of debugging your simulation, you can slow down the animation even further. You can do this by changing the call to RobotVisualization, as follows:

anim = ps2\_visualize.RobotVisualization(num\_robots, width, height, delay)

The parameter delay specifies how many seconds the program should pause between frames. The default is 0.2 (that is, 5 frames per second). You can increase this value to make the animation slower or decrease it (0.01 is reasonable) to see many robots cleaning the room at a faster frame rate.

For problem 6, we will make calls to runSimulation() to get simulation data and plot it. However, you don't want the visualization getting in the way. If you choose to do this visualization exercise, before you get started on problem 5 (*and* before you submit your code in submission boxes), **make sure to comment the visualization code out of runSimulation().**